# Grafische Benutzeroberflächen: Einführung

Nun lernen wir grafische Benutzeroberflächen kennen, mit denen ein Benutzer ein Programm selbst steuern kann.

## Grundprinzip moderner Softwareentwicklung

Trennung von

* Benutzeroberfläche (GUI-Schicht)
* und Fachlichem (Fachkonzept-Schicht)

|  |  |  |
| --- | --- | --- |
| GUI-Schicht |  | Fachkonzept-Schicht |
| * Benutzerführung (Ein- und Ausgabe der Daten) * Präsentation der Daten |  | * Darstellung und Lösung der fachlichen Probleme * unabhängig von der GUI |

|  |  |  |
| --- | --- | --- |
| GUI-Klasse  MeinDialog |  | Fachklasse  Konto |
| beschreibt den Aufbau der GUI:   * Bezeichnungsfelder (Labels) * Textfelder * Befehlsschaltflächen (Buttons) * … |  |  |

|  |  |  |
| --- | --- | --- |
| Objekt der Klasse  MeinDialog |  | Objekt der Klasse  Konto |
|  |  |  |

## Klassenübersicht von Qt

Qt ist ein Plattform-übergreifendes Framework für verschiedenste Geräte (Desktop, mobil, eingebettet) und Plattformen (Linus, Windows, OS X, Android etc.). Qt selbst ist keine Programmiersprache, sondern ein in C++ geschriebenes Framework. Weitere Informationen sind unter <http://qt.io> zu finden.

Für unsere grafischen Benutzeroberflächen spielen Widgets eine zentrale Rolle. Ein Widget ist ein funktionales Element der GUI. Es hat einen klar definierten Funktionsumfang. Eine Übersicht über zur Verfügung stehende Widgets können der folgenden Klassenbibliothek entnommen werden:

Beschrif- tung

Text- eingabe

Schiebe-regler

Text-ausgabe

Schaltflächen

Dialog-

fenster

## Integration der GUI in das Python-Programm

Jedes Programm, das eine GUI enthält, besteht immer aus mindestens zwei Dateien. Speichern Sie alle Dateien in einen gemeinsamen Ordner.

* eine Datei, in der die GUI beschrieben ist (hier: *MeinDialog1.ui*). Nähere Informationen zu dieser Datei sind im *Infoblatt L4\_5 Info Eigene GUI erstellen.docx* zu finden.
* eine Python-Datei, die diese GUI-Datei einbindet und das Hauptprogramm beinhaltet (hier: L4\_1\_1\_GUI\_Einführung.py)
* Da wir objektorientiert arbeiten, ist meistens noch eine Datei mit der Fachklasse enthalten (hier: Konto.py)

Öffnen Sie zunächst das Programm L4\_1\_1\_GUI\_Einführung.py. Mit diesem Programm soll später ein Bankkunde sein Konto verwalten können. Zum aktuellen Zeitpunkt ist das Programm noch eine leere Hülle und tut noch nichts. Dies wird sich aber in den nächsten Schritten schnell ändern. Der Programmaufbau ist für alle Programme mit GUI der gleich. Wir betrachten kurz den Quellcode.

|  |  |
| --- | --- |
| 1  2  3  4  5  6  7  8  9  10  11  12 | import sys  from PyQt5 import QtWidgets, uic  from Konto import \*  class MeinDialog(QtWidgets.QDialog):  def \_\_init\_\_(self, parent=None):  super().\_\_init\_\_(parent)  self.ui = uic.loadUi("MeinDialog1.ui", self)    app = QtWidgets.QApplication(sys.argv)  dialog = MeinDialog()  dialog.show()  sys.exit(app.exec\_()) |

Zeile 1: sys wird importiert

Zeile 2: Zwei benötigte Module werden importiert:

* In QtWidgets sind alle Widget-Klassen des Qt-Frameworks gekapselt.
* Mit Hilfe des Moduls uic kann die erstellte UI-Datei gelesen werden.

Zeile 3: Wird eine Fachklasse verwendet (hier: Konto), so müssen wir diese ebenfalls einbinden.

Zeile 5: Die Klasse MeinDialog wird definiert. Sie erbt die wesentlichen Eigenschaften von der Klasse QDialog.

Zeile 6: Der Konstruktor der Klasse MeinDialog wird definiert.

Zeile 7: Darin wird der Konstruktor der Oberklasse aufgerufen.

Zeile 8: Anschließend wird die Benutzeroberfläche aus der Datei MeinDialog1.ui geladen.

Zeile 10: Die App wird erstellt.

Zeile 11: Ein neues Dialogfenster wird deklariert und initialisiert.

Zeile 12: Das Dialogfenster wird angezeigt.

Zeile 13: Sobald der Dialog vom Benutzer geschlossen wird, wird das Programm beendet.

## Die ersten Widgets

Beim Start des Programms sehen wir bereits die erstellte GUI. In dieser sind bereits die ersten Widgets erkennbar. Wie solche Dialogfenster erstellt werden, werden wir in Einheit L4\_5 kennen lernen.

![](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAAZIAAAHXCAYAAACWF9wlAAAAAXNSR0IArs4c6QAAAARnQU1BAACxjwv8YQUAAAAJcEhZcwAAFiUAABYlAUlSJPAAACDVSURBVHhe7d1/bNv3nd/xt+jEcZpk0V01XNNhsS1L1c51tlb2CZ10S+r4JJ/k9JAEkAf4n6rp1bJQXMgWcFDBB6i61VNhAwWV/qHIO7jy7eA7WECdAbE0S3PcHM4eoNlqd03duVJkp7te0qvSKJ3juHZi7fP5fj8kv6RIieSblEjp+UA+0OdDfvml5JDf1/fz40tWhMPheQEAIE9ekESjUdcEACB7kUhEQq4OAEBeCBIAgApBAgBQIUgAACoECQBAhSABAKgQJAAAFYIEAKBCkAAAVAgSAIBKzh+R8vbbb8vZsXHXKpzmP9oln/zkJ10LAFAO7Eek5BwkJ/7qv8r2zz3uWrn7xduzrpbsjZ/8L9n/lT+Ve+65x90CACh1eX/W1vrQXXnw3o/yKnX/+ncWlM2f/F25c+eOfPTRR+4ZAADlIq8gebiyUjZu2pR1eXTjxpSSfL/dHwBY3/zmN2Xz5s1SUVERL1/72tfcvWuH/bsvX77sWtmx29vHLbe8J9vfeOOf5C8G/4f8xX8Zl//0l+PyreNjcnjorPznvzLlr/+79J0clRP/7TW5ffu23Lp1S9599914uXXrA28fXzkyIl85esarl4rRTvPCbeqXadcGsLz6+/slHA7LtWvXZH5+Xr73ve/J0NDQmguTS5cuyb9v+sOsw8RuZ7e3j1tueQdJKHSPXPq/szL5j7+SH771z/LDX/5SfvSrt+V/z74l//Drf5Ifz/1CZu/c9IIko4p5ufeBO66xhOl+aQqcoQRLU3+6w/609DeZ+wkFoKzYALHj7ps2bfLaHR0dXrDYMFlLtm/fLv/zwt9nFSaxELHb28ctN9Xy34cfukf+hSkP2Z8P3usXU3/wgXXywMfWyfp7F9+9DZH1Dy0SNAs0SnRq3jtLSZQR2Rap9QKlc9RtBqBsVaYZ6v785z8vc3NzrrV2ZBMmKx0iVujc1A1Xzd77H/zW+2kD5KGH7pX7NlTIrfkP5N3f/kZ++f67MvvBnLxjyvt3/CGsTGyI3PuxO/H95adVBk2gjOwXOdbWJInOSY2EL5iguRA2NQDl7MSJE/L000+71tqyWJiUQohYqh7J/abX8c7N9+QX783KjTvvy0cVt2XdvR/Juns+kpAtocW/Dt6GyPoNufRIMmsdHJH9clEiR+mWAKuJHdKypaenx92y9qQLk1IJEUsVJNdmf+kFyLr1JjRsMSHiBYgpNkwqQnfdlunZEFm/4ZZrabXK06ZXIsdelliULJw4d/MmwTmWLMfDvH0FH1fRGX+eZKPSmbSd7SX5t6WfywGQiQ2QL33pS96E+2c+8xl369qUGialEiKWKkhuy29NgNw1AXLXBEes+CGy7p4PTY9kqSC5JffdX6ggEand2uhqGYwelVN7p5LmV/Yfa1viAO+HQNvrUZmKP84OpR2TNi8k3GaWtyCgTY7tHwk8x5/LlVpzm9sEQHZ+8IMfxEPETrgjOUxKJUQsVZB4w1jBoSwTHrEQ8Xsk8yLmvw0bNngTaLY8/PDDsn79evnwww/l8U2PScPv1bu9Fcrr8rNMudA6KBfCwRkTvxdz8dSZjCu7RjtNCDSaEEmZa2kdnJJoY/JQ2ujRiFy02w62ulusVhmcisoSEQcghV0GbFdvESIJwZ5IrGdSClRBkjqU5QdKIkxsj8Seld+8edO7fuTXv/avI7lx4325ffuO/MHvfVZ2/MtCB8k2+dSis+vJw1tti3YVRuVlc3/j3j1pJuxrZM9eEw/xobRFtq35lPmtAOTCrtJ64oknXAupw1mlFCa6HknKUFasJ+L9XPehOVD7QXL3bmJIyNbv3r3rfRzK3bu2LD78lYupKxfNkXyr1Lp2Kn+eozZpeMuu9spXzaeIB6BY7HUkP/rRj1xrbUs3J1JKYaLrkQSDIxYoJkD84g9t+eFxNx4giXaiFMR0v3wrY+/BcPfvH5lPGd7K3/TPXnc1AIVm50bsx6WsdelCJKZUwiTvILl9+5b8we/WyPbKWql/uE4++1CdfObB35d/98Cn5bH7t8m2DY/J79x9WO56Z/5+gPglGCKLLw/O3rT0f9GfnziRU0hMy+JZsNgcyrScOWV6QPufNltZtWLn+tNuO/oyk+0AcrZYiMSUQpjkHSR1dY9K1x/tlgO7/lg6d7bK/s/vka88/pT86X/4gjzX9CfS8bk/kS987g9lXShkeif3yP33b/Am3e+7b4Npr/NCpSC8lVK1EpGFE+JJ3DzFsZcDk+Od5nEmCxbTejAqjRcjUpvyUSv+Y/fLSHxivUbCf25Tx2wbXFJsf7/FJ2IApGE/W2st90iyCZGYlQ6TvIJk7jfvy7V//Gf51dzNtGX2vQ/knf93S959/7b3c/a9m/LOb0z7xm9lztz23s07ScXuLzsXJVKbmCj3Su0p2Ws/NmXJK9jd6qljbfHHfmvr1NJzJDVhuTA/ZWLKBETgef3lwIOuN+K0Dsp8ynNUfFHkhF1m7DYBkJ2XX37Zu6J9rdqxY0dWIRITCxP7uOVWsa3ty/M/PvOXrrk0u5Li5N/8rff9IYX0haf2yMaNG73eyupjr0VpExmZl6SVwQBQ5rxvSMw1SCx7DUihv4TKfjPi6gwRY7RTKtpel+jUBSnQPD8AlIS8vyHRHvTvu+++gpbVECLT/U0Lr5L3QuSYNEZPECIAViXV8l8kq9mz18Sz/5H28eL1RAq35BgASg1BUkjexHxsmXOsMJwFYHULvfPDEVcFACB39EgAACqhvXv3uioAALmjRwIAUCFIAAAqBAkAQIUgAQCoECQAABWCBACgQpAAAFQqwuHwfG9vr2sCAJC9np4eeiQAAB2CBACgQpAAAFQIEgCACkECAFAhSAAAKgQJAECFIAEAqBAkAACV0E9O/YOrAgCQO9Mjed9VAQDI3Rob2hqXSGWltAzMuDYAQCtU+/ijrloo/sG6MkPxD+Jum8i4/xAAQNkKrf/Ev3LVwmrom5S5ubkFZayr2m0BAFgNVmhoq1miNliiza4NAChXKxQkqXMVsfa4DLSkDoOlGI8kD5W1tJifLeJvmm5YLWJuXWhmwD7ObdMyIKnPlHT/gn3MuN8z/b4BYC0pqcn2ie52uXrQDYMNd5j2ARcQjg2R9iHpGI4NlU3KMzLh7vTtid/nl+GOIWlPOeBPdNfLAXkpvo8+6Zb6wHyNDZH6bpG+ycA+0oQNACCHb0icnZ11tfSqqqpczfYK2mXItZI1mIPzmHRV+9tc6Zt0cyapbSv1NtsLqJfurcPJQ2JeuFxx+3W3BSXdn+55jKW2mRmQFpMsW01IZTMat9S/FQCUusQxfXH2GxIruv5j23zf4El3U2b24JjdjjMcrJOkbpPuMSm3ZTqYpwkSv0cR7KlkCjAnuO8t6Z7Hf5xkGSQAUM6yP967r9qd+rvVdPZsD/iVScNSdogsJ29c9QbLhtpj8yO2+D2sK9MMbgFAqtV1QeL4GXPAj/U+3G1Za5C6LebHljpTk8A8TKJk7mEBwNoVko8/4KolrrpGtpofxegVzJw9bXohW6XG5kQRnwcAVqPQp3f9W1ctdc2yp8OuuHpR4uur7NxGe2Ba3+tNTMjps7EQGJdI8H4ndR8Huiekoe958wxWszzfZ/aSsmJsZiASaLP8FwBiija0ZZfYJuYYEkXzOVfN0dhyXre/+qtyMDgHUt0lY96y4dhzH5W6voVzJA3mpqPxfXgTKknDVtVdYzLZJ9Jd77Yxpf50nexmZAsAFshp+W+2s/jLylu1ZRdURV2PAgCgkfOqLVcvDyY0kns0/tBVYlgKALDcym7VVvKQ2VLXqwAAiq38h7aAZVR5+OeuBpSfuUPZfW1IrkNbBAmQAxsk80cecy2gfFS88OOiBcnquiARALDsCBIAgApBAgBQIUgAACoECQBAhSABAKgQJAAAFYIEAKBCkAAAVEJTN1wNAIA8hH74f952VQAAcheSmZ+4KgAAuQuJvOOqAADkjsl2AIBK6OOuAgBAPkIPuwoAAPlgaAsAoEKQAABUCBIAgEroPVcBACAfIa4iAQBoMLQFAFAxQcKVJACA/IWk+tOuCgBA7kKf/TefcFUAAHIXqn3Q1QAAyAOT7QAAFYIEAKBCkAAAVAgSAIAKQQIAUCFIAAAqBAkAQIUgAQCoECQAABWCBCiKUemsqJAKU5r6p91tS5mW6dF+6Wxqkib3WL+Ydme/jE4vsZ/RzsBjsiudo+6xgAJBAhTD6MtyzFWXNm0yoMkc2Gulti0ixy5elIvuHp9pH4tIW22tFyjZxhKwXAgSoJBMr2G0v1Oa2rKPEetnrydHRyY2UGrpRqDEECRAAYx2uuEi02toixxL6VHkoHG/REemZGp+XuZdmRqJyv5Gd7917Fuy5GhZYzRpH5nKYKvbHlAgSIBSsM0EyJQ5uF8YlHBrjdS4m62a1rAMXhiR/a5th7pOnWGAC6WjwEEyLpHKSqlMUyLjbpMl+ftoGZhx7ZXg/o7sf+kMMv972OL/jYv9van3ZdpfxNyD8lUj4UETIMH0WKBVnk4kiVy8MuVqwMorSo+koW9S5ubm4mWyr0GG2ltkRbNhBaX+e8TKWFe12yI3yfublL6GIWknTFZU62DykNFUNDgWVRi1Wwu/T6AQQqcunXPV4qne/Yw0yIScPlsuSdIsUXuQjja7dimrlq6X+sy/75AcXatJDWBFmR7JO65afFtrEmfgMwMtaYZm7NBNuzkkikx01wfuSwzxJB6XuD2xn9jtKcYjSdu0tNh9LNZDSj+k1DIwLgMtgf2U9IF7xv2u9FRWh2k5cyoxhb//aWbJUTpCe7c97qrFM/5it+mPdMged4Jvw6C+W6Rv0h+eGe4YkvaWAXPosz2BYbNlcPgmam712XA5IC8l3b5n2N9HrHj7Ch48bYi0D0lHfLtJecb8NvmY6G6XqwfdfoY7TPtAaQzXvXHV+4uCQY1VZvqMJHJkvyyZIxcjUpty8WFTU5N09o9yHQoKLiQbPuGqhZPoTfilfajBhEYsEMblxe4JExQvSWyKoPn5PmmY6JYXlzh1tuGSPK/QLM0po0/Ne2wMXZFp7wBvzsqPmv5Nx7AkRqmqpeug3SZ39vnj+2neYwIvu+G61H8PvxRqzsj0lkxQJv+Nlvk7x2zoJYIY5Wpa+r8YiS8pbowelHz6IxcvXpRjkTYTMCZQuBQFBbQsk+3DHRPSXe9Wbs1Mm8N8ytlzdY1sddV8JA2T2YNqzMxZOW1O1TtiXaEVkvrv4ZexeJDmKjmYjkqd7dmVxXwO8jHd/0WJJFJETiy+vCsLJlDa+HgUFE7o1KVTrlo8zVF/uGrojEkSNwwz1B47ENriz4tc8bsROfDnLoLDZHbIabWLB9OknWQ3Ib1UVw7la7RTahMpItET4aRrTFI1xi5otNekBFeRTY1INOmqRntdIx+3gsJY/gsSt9SZg58diXEH/kDJeTns+BkTQHbYLP+z+1IxcfUNV8tBdZeM2eAcai/xiX/kZbo/8FErjbJ/5MLi15q0DsqF2AWNKdvV1LRKePCCTI0EL0Y5JVzXiEII7d2x11WLyA1nNdRtiQ9j5d77yMNyPlfemsWf1pmWBb+lF5RLTKI3R8VmiR3uUl8/idJhQ6Q2MS9iQ6QQH2dS03pQEpe4XBSua0QhLEOPZEYGDvirtg563YZmeb6vYcGKp5mBiGv7B9aJ02cXHlhTeb2b4IS3m3iOc/vqfjGximtmQFqStll5scUGB5J6Fe5vaeiT55eY/miO2osSbcckuNSX5b9la0GITBXtM7Fe/xldEugVJUiSJ4PrpVv6ZDKweqi6a0wm+8SbgI9tV3+6Tna7E29vTsUcWOu9+xY5ELqhncTzHZW6Pnt6n9AcjS0Jds9Vf1UOLvM8SvpVW4HrUOzfMTcsW5O2a5ehjmGZG+uSpUftEhclthdsNRhWRNoQ0U6uZ7btU8XbN9aOinA4PN/b2+uamc3OzkpVVZVrlTnv2hKRYZbGIkeVh38u80cec63Mpvub4pPkjdEpuZDNSqukEPHnRArfE7FfuNXmviulUaJTS8y7YNWoeOHHMnfoUddaXC7H+56enuVZtbWiTGgkT0T7Q0YNfc8TIigZ06OdSSFiD/C5hYgJiKZOGV1ipGq0MxYi1jahQ4JCWP5VWysgeWipXa4suLARWEF2iW9b7DtMFL2Ei8ekrbZCKkyg9JtEScqU6VHp72yS4Pdt5XthI5BqeVZtraTmqH6ZMbCE+BdbuZK49sMc3yO1SfdVLHol4EWJ2DAIbp+pZNqPCZRIW23yR6TUtknkWOJ3KsyFjYBvTfRIgLUg20+Zb9w/IlMXFr+wEcgFQQKsCq0SvjAv8/YK9uh+aWxMTZVGEyBRGZmalwuDrYQICoogAQog9YutFi2ps+itg+m3W6qkm423V7CH7RXuF1K2v2ACJCxFXEmMNYwgAQCoECQAABWCBACgQpAAAFQIEgCACkECAFAhSAAAKgQJAECFIAEAqBAkAAAVggQAoEKQAABUCBIAgApBAgBQIUgAACoECQBAhSABAKgQJAAAFYIEAKBCkAAAVAgSAIAKQQIAUCFIAAAqBAkAQIUgAQCoECQAABWCBACgQpAAAFQIEgCACkECAFAhSAAAKgQJAECFIAEAqFSEw+H53t5e18xsdnZWqqqqXAtYmyoP/9zVgPIzd+hRV1tcLsf7np4eggQAkCzXIGFoCwCgQpAAAFQIEgCACkECAFAhSAAAKgQJAECFIAEAqBAkAAAVggQAoFLwK9srv/2WqwHlae4bj7hasnPnzrkaUH527drlakvL+SNSHnnkkfmf/vSn7qbMCBKsFYsFyY4dO1wLKB+XLl0qzyB5s+tj3k+gXGwcuOn9JEiw2hQ7SEJ797a5JgAAuQuJPOiqAADkjlVbAACV0I0brgYAQB5CIyOnXBUAgNwxtAUAUGHVFgBAhVVbAACVkNx421UBAMhd6NTI37kqAAC5C8nHP+6qAADkLrQ3h89fAQAgFct/AQAqBAkAQIUgAQCoECQAABWCBACgQpAAAFQIEgCACkECAFAhSAAAKgQJAECFIAEAqBAkAAAVggQAoEKQAABUCBIAgApBAgBQIUgAACoECQBAhSABAKgQJAAAFYIEAKBCkAAAVAgSAIAKQQIAUCFIAAAqBEnZOy/dGzfKs8evu3Y62WwDlCpe46WOIMmJ/2LdmKH4L2K3Tfd5/yFAmTjf7V7LvHaRI4IkD9t7XpM333xzQfn+c5vcFkC5OS9jJ1315JhpAdkjSApup/TZYOnb6dpAGTg/Jidlu/T07DONkzJGkiAHBEnBpY7Vxtrn5fizqcNgvuvHn43fnlS8IYZ0w2ndac4Yr2XcfybJzxvc59K/M1aX87Y7sv0pefK5FvGiZEGSpL6urTS3ne8OvKZMefa42Ht5ja9uBMkyudzbIVN/5obBhvaZ9tcl9prd9Nz3k4fJzP3mXS09nX6vpmUocJ8pQ/tOSkfKG22x/adj32BP9Ir0vBbYp3vTx+S6T5QrN6xVt1k2yWap3W7q+QxvXT8uz3aclH2B1+tQ3ZQ5/PMaX+0Ikjxc7n0icJYTK88u+gK08yrx0a6d9qzvsrzyaroHmDMl82bc3vMd8adcdsrOlFGynS32TXhVrgUenv3+rfMy2Hs58BzmIZ09sv1yrwwG3rm57RNlyxvWEtnXYv9nb5Inn/KSJPfhrWtT5hWyXWo3u7axs6/PvIJT8RpfbQiSPNgX35vuzClRvh9/wWqc7+4wb+F98mcpO0vqops3ocr1a+Ytak9AA8+xabPUuSrWluvX7Kthn3g5Ymx68ikTB+YwHjyKZ2NzrXncZen9evJZfype46sPQVJKzneLff/sGwqexfljucEuuj8soOCdOZpzzg73pvWKfXPncfBAmbsur75iXg3bayXekdj0pNhOyeVXXl00EBbY9Jx8p8c+sFeeiL2uUpcS8xpflQiSkuF39807LNHVtmKraV4rTI/H45052qdyb9pAYQnzGnP9VbE5knTw3/iE9Hq3vSK5jvIk5kJeE5spcvK7gSFfXuOrFUFSIq4f/67X3R9KeocVievic2aG66++Ys7czesu5WD75ms93jBV/vMFm+S57/j7mLKz7Qav8dWLICkF14/L180pYHJ333Hjzok3tDurU9kpneZ0MXWFyvXj3axYWVPcsNa+loWvuwXDWzvFzn8n2tfl+LP+UFGMneMIjmTFQsqbe+E1vqoRJHlIv2or/zXo5wd7zdsodTzXFPuu3PScfN9blhh7zu9KrXfRmI4dgjAnndL7ROL5nnilVp6k1792uGEtf7VWKrd6KzC8tbNvSPbFh8C+LvId0/bv8thJ+quB17A/5+EHB6/x1a0iHA7P9/aa/+NLmJ2dlaqqKtfKrPLbb3k/3+z6mPcTKBcbB256P+e+8Yj3M9W5c+dkx44drgWUj0uXLsmuXbtca2nZHu+tnp4eeiQAAB2CBACgQpAAAFQIEgCACkECAFAhSAAAKgQJAECFIAEAqBAkAAAVggQAoEKQAABUCBIAgApBAgBQIUgAACoECQBAhSABAKgQJAAAFYIEAKBCkAAAVAgSAIAKQQIAUCFIAAAqBAkAQIUgAQCoECQAABWCBACgQpAAAFQIEgCACkECAFAhSAAAKgQJAECFIAEAqBAkAAAVggQAoEKQAABUCBIAgApBAgBQqQiHw/O9vb2umdns7KxUVVW5VmaV337L1YDyNPeNR1wt2blz52THjh2uBZSPS5cuya5du1xradke762enh6CBEi1WJAA5aqsggQAUN5yDRLmSAAAKgQJAECFIAEAqBAkAAAVggQAoEKQAABUCBIAgApBAgBQIUgAACoECQBAhSABAKgQJAAAFYIEAKBCkAAAVAgSAIAKQQIAUCFIAAAqBAkAQIUgAQCoECQAABWCBACgQpAAAFQIEgCACkECAFAhSAAAKgQJAECFIAEAqBAkAAAVggQAoEKQAABUCBIAgApBAgBQIUgAACoECQBAhSABAKgQJAAAFYIEAKBCkAAAVAgSAIAKQQIAUCFIAAAqBAkAQIUgAQCoECQAABWCBACgQpAAAFQIEgCACkECAFAhSAAAKgQJAECFIAEAqBAkAAAVggQAoEKQAABUCBIAgApBAgBQIUgAACoECQBAhSABAKgQJAAAFYIEAKBSEQ6H53t7e10zs9nZWVcDAKx2VVVVrra4np6e7IMEAIBUNkgY2gIAqBAkAAAVggQAoEKQAABUCBIAgApBAgBQIUgAACoECQBAhSABAKgQJAAAFYIEAKBCkAAAVAgSGZdIZaW0DMy4NgAgF0UPkvFIpVSaA3VlZNzdAgBYTYocJONyZshVh86YFgBgtSlukIyfkSFpkL6+DtMYkjMkCQCsOkUNknHbHWl4RnZ37REvShYkSbr5iTS3jUf84bFYaRmQpBmNlPtbWlrMzxbxd+HvL3h/ZWUkbe9oZsA+zm2T+hxG0v0L9jEjAy2Z9w0Aq1URg8QNa22tkWrZInUNpp7P8NbMgLS0D0nH8JzMzflleOtVecPd7YVI0v2T8oxMuDt9ewKP9R7fMSTtKQf8ie56OSAvxffRJ91SH5jXsSFS3y3SNxnYR5qwAYC1pmDf2b7g+30DB/hoc+xAPBFv+2xvoV2u9E3KWFd1+tu8/VwxB/AxiW8SZ3sB9dK9dVjmEjtd4jFG0v3pfgdjqW1swJlk2Zr092TGd94DKCdF+c52eyDMdseWHxxbZXguKt5x1h14zZE5c2iku809bqKhTybHukzvJiDTwTxNkMSCLKFh8SAJ7ntLuufxH2f+wKyCBADKRS7H+yJ+Z/uMnD1tDtoNdbLF3SLVu+WZBpGJ02dzGw6q7pKX+uwDu6U+Nj+R01Jie8CvTBqWmhu2MzY5eOOqN1g21B6bH7GlXezI3ZVpBrcArG3FCZKZs2JzJOngX1kvXodg4rSczfHYW901lpi78OZajrqJ9CzEVo5lGuZaVIPU2STcUmdqkjRPEytJvRgAWIOKEiQzZ0+bM/gOGU456M5N9pkD8oSczjVJ4qql6yV/H1ftbHt1jWw1P4rRK/D/hq1SY3OiiM8DAOWuCEHihrU69vhzI0ELhreaZU9HsG0nz/0hoxg7txEcyYqF1B5v5+7x3S9KfBM7t9Ee2IPXmwiG17hEgvc7qfs4YLpPDX3Pu7+hWZ43XaGJ7gNJPaGZgUigzfJfAGtT4YPEDWt1+Ef6FNWy20+S+PBWc3RYOuJDYAdEXjJt/y5P9e5n5EpgbsKf63AT+EZzNLac121Tf1UOBudAqrtkzLTt8l5/H0elzrtAMlmDuelofB+piwLsbsbEdKiku95tY0r96TrZzcgWgDWuaKu2VpS3assuqEoEDgAgOyWyamsZmdBYcGV8+1BgWAoAUEzlHyRGYtjKljTXhAAAiqb8g6Q5mrwyzBRCBACWT8HnSI4cOeJqAIBS88ILL7haZrnOkRQlSA4fPuxaAIBScejQoaIEyaqYIwEArByCBACgQpAAAFQIEgCACkECAFAhSAAAKgQJAECFIAEAqBAkAAAVggQAoEKQAABUCBIAgApBAgBQIUgAACoECQBAhSABAKgQJAAAFYIEAKBCkAAAVAgSAIAKQQIAUCFIAAAqBAkAQIUgAQCoECQAABWCBACgQpAAAFQIEgCACkECAFAhSAAAKgQJAECFIAEAqBAkAAAVggQAoEKQAABUCBIAgApBAgBQIUgAACoECQBAhSABAKgQJAAAFYIEAKBCkAAAVAgSAIAKQQIAUCFIAAAqBAkAQIUgAQCoECQAABWCBACgQpAAAFQIEgCACkECAFAhSAAAKgQJAECFIAEAqIRu3LjhqgAA5MZmSGjDhg2uCQBAbmyGMLQFAFAhSAAAKgQJAECFIAEAqBAkAAAVggQAoEKQAABUCBIAgApBAgBQIUgAACoECQBAhSABAKgQJAAAFYIEAKBCkAAAVAgSAIAKQQIAUCFIAAAqBAkAQIUgAQCoECQAABWCBACgQpAAAFQIEgCACkECAFAhSAAAKgQJAECFIAEAqBAkAAAVggQAoEKQAABUCBIAgApBAgBQIUgAACoECQBAhSABAKgQJAAAFYIEAKBCkAAAVAgSAIBKxVe/+tX5w4cPu2Zms7OzUlVV5VqZHTlyxNUAAKXmhRdecLXMsj3eW4cOHSp8kAAAyluuQcLQFgBAhSABAKgQJAAAFYIEAKBS8eUvf3ne1QEAyJHI/weJSn1oYuJahgAAAABJRU5ErkJggg==)

Schaltfläche

Klasse **QPushButton**

Es kann eine Aktion eingerichtet werden, die bei Klick auf die Schaltfläche durchgeführt wird.

Im Beispiel: *bt\_einzahlen*

Bezeichnungsfeld

Klasse **QLabel**

Hiermit werden Beschriftungen vorgenommen.

Im Beispiel: *lb\_betrag*

Texteingabefeld

Klasse **QLineEdit**

Hiermit kann kurzer Text eingelesen werden.

Im Beispiel: tf\_betrag

Textausgabefeld

Klasse **QPlainTextEdit**

Hiermit kann Text ausgegeben werden.

Im Beispiel: ta\_ausgabe

## Wie erstelle ich ein Objekt und wie gebe ich Text aus?

Öffnen Sie nun das Programm L4\_1\_2\_GUI\_Einführung.py. Wir sehen eine erste Ausgabe. Dabei werden die Informationen aus einem Objekt der Klasse Konto ausgelesen.

|  |  |
| --- | --- |
| 1  2  3  4  5  6  7  8  9  10 | class MeinDialog(QtWidgets.QDialog):  def \_\_init\_\_(self, parent=None):  super().\_\_init\_\_(parent)  self.ui = uic.loadUi("MeinDialog.ui", self)  # Objekt anlegen  global k  k = Konto(66124457, 450.00, "Peter Schmidt")  self.ui.ta\_ausgabe.setPlainText("Hallo " + k.inhaber + "!")  self.ui.ta\_ausgabe.appendPlainText("Ihre Kontonummer: " + str(k.kontonummer))  self.ui.ta\_ausgabe.appendPlainText("Aktueller Kontostand: " + str(k.kontostand) + " Euro") |

Zeile 6: Es wird zunächst eine Variable k deklariert. Durch das Schlüsselwort global kennzeichnen wir, dass diese Variable überall sichtbar sein soll.

Zeile 7: Die Variable k wird als Objekt der Klasse *Konto* mit der Kontonummer 66124457, dem Kontostand von 450,00€ und dem Inhaber Peter Schmidt initialisiert.

Zeile 8-10: Mit self.ui können wir auf unsere GUI zugreifen. Darin greifen wir auf das Objekt ta\_ausgabe, also unser Textausgabefeld zu. Dieses Textausgabefeld stellt unter anderem zwei Methoden zur Verfügung:

setPlainText(…): Leert eventuell vorhandene Ausgabe und schreibt neuen Inhalt

appendPlainText(…): Fügt neuen Inhalt zur vorhandenen Ausgabe hinzu

Bitte beachten: Diese Methode akzeptieren nur Zeichenketten. Daher müssen Zahlen stets mit der Methode str(…) in Zeichenketten umgewandelt werden.

## Wie weise ich einer Schaltfläche eine Reaktion zu und wie lese ich Text ein?

Öffnen Sie nun das Programm L4\_1\_3\_GUI\_Einführung.py und testen Sie es. Endlich passiert etwas. Wir können einen Geldbetrag eingeben und auf eine Schaltfläche klicken. Der Geldbetrag wird dann je nach Schaltfläche ein- oder ausbezahlt. Die Benutzersteuerung erfolgt nach dem Konzept von Signalen und Slots.

**Signale und Slots**

Signale sind „Botschaften“, die abgegeben werden, sobald ein bestimmtes Ereignis eintritt. Ein Slot ist eine Funktion, die auf eine bestimmte Art mit einem Signal verknüpft werden kann. Slots und Signale „wissen“ zunächst nichts voneinander. Erst durch die Verknüpfung entsteht die eigentliche Programmlogik: Jedes Mal, wenn das Signal abgegeben wird, wird anschließend der verbundene Slot aufgerufen. Ein Signal kann auch mit mehreren Slots verbunden werden, so dass bei Eintreten eines Ereignisses mehrere Funktionen aufgerufen werden. Genauso kann ein Slot mit mehreren Signalen verbunden werden, wodurch dieselbe Funktion bei Auftreten unterschiedlicher Ereignisse aufgerufen wird.

**Verknüpfung von Signal und Slots**

|  |  |
| --- | --- |
| 1  2  3  4  5  6  7  8  9  10  11  12  13 | def \_\_init\_\_(self, parent=None):  super().\_\_init\_\_(parent)  self.ui = uic.loadUi("MeinDialog.ui", self)  ...  # Slot einrichten  self.ui.bt\_einzahlen.clicked.connect(self.on\_einzahlen)  self.ui.bt\_auszahlen.clicked.connect(self.on\_auszahlen)  def on\_einzahlen(self):  ...  def on\_auszahlen(self):  ... |

Zeilen 6-7: Mit self.ui können wir auf unsere GUI zugreifen. Darin greifen wir auf die Objekte bt\_einzahlen und bt\_auszahlen, also unsere beiden Schaltflächen zu. Und darin wiederum auf das Signal clicked. Mit der Methode connect() wird also das Signal clicked mit der Reaktion, also dem Slot on\_einzahlen() bzw. on\_auszahlen() verbunden.

Zeilen 9-10: Hier wird der Slot on\_einzahlen() definiert. Alles, was später im Rumpf dieser Methode steht, wird später bei Klick auf den Button „Einzahlen“ ausgeführt.

Zeilen 12-13: Hier wird der Slot on\_auszahlen() definiert. Alles, was später im Rumpf dieser Methode steht, wird später bei Klick auf den Button „Auszahlen“ ausgeführt.

**Definition des Slots on\_einzahlen()**

|  |  |
| --- | --- |
| 1  2  3  4  5 | def on\_einzahlen(self):  betrag = float(self.ui.tf\_betrag.text())  k.einzahlen(betrag)  self.ui.ta\_ausgabe.appendPlainText("Es wurden: " + str(betrag) + " Euro eingezahlt.")  self.ui.ta\_ausgabe.appendPlainText("Neuer Kontostand: "+ str(k.kontostand) + " Euro") |

Zeile 1: Der Slot, also die Funktion on\_einzahlen() wird definiert.

Zeile 2: Mit self.ui greifen wir auf unsere GUI zu. Darin greifen wir auf die Objekte tf\_betrag zu, also unser Texteingabefeld. Mit der Methode text() können wir den Geldbetrag einlesen. Dieser wird dann in der Variablen betrag gespeichert. Bitte beachten: Wir wollen eine Dezimalzahl einlesen, daher müssen wir die eingelesene Zeichenkette mit float() umwandeln.

Zeilen 3-5: Wir rufen die Methode einzahlen() für das Objekt k auf und erstellen wie gewohnt unsere Ausgabe.

**Definition des Slots on\_auszahlen()**

|  |  |
| --- | --- |
| 1  2  3  4  5 | def on\_auszahlen(self):  betrag = float(self.ui.tf\_betrag.text())  k.auszahlen(betrag)  self.ui.ta\_ausgabe.appendPlainText("Es wurden: " + str(betrag) + " Euro ausgezahlt.")  self.ui.ta\_ausgabe.appendPlainText("Neuer Kontostand: "+ str(k.kontostand) + " Euro") |

Zeile 1: Der Slot, also die Funktion on\_auszahlen() wird definiert.

Zeile 2: Mit self.ui greifen wir auf unsere GUI zu. Darin greifen wir auf die Objekte tf\_betrag zu, also unser Texteingabefeld. Mit der Methode text() können wir den Geldbetrag einlesen. Dieser wird dann in der Variablen betrag gespeichert. Bitte beachten: Wir wollen eine Dezimalzahl einlesen, daher müssen wir die eingelesene Zeichenkette mit float() umwandeln.

Zeilen 3-5: Wir rufen die Methode auszahlen() für das Objekt k auf und erstellen wie gewohnt unsere Ausgabe.